[![Techiediaries](data:image/png;base64,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)](https://www.techiediaries.com/)

**Techiediaries**

* [Write for us](https://www.techiediaries.com/write-for-us)
* [Hire us!](https://www.techiediaries.com/hire-us)
* [Laravel](https://www.techiediaries.com/topics/laravel/)
* [Java](https://www.techiediaries.com/topics/java/)
* [Ionic](https://www.techiediaries.com/ionic)
* [Angular](https://www.techiediaries.com/angular)
* [React](https://www.techiediaries.com/react)
* [Vue](https://www.techiediaries.com/vuejs)
* [Django](https://www.techiediaries.com/django)

**Angular 7|6 with PHP: Consuming a RESTful CRUD API with HttpClient and Forms**

Receive new PHP tutorials.
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Bottom of Form

In the [previous tutorial](https://www.techiediaries.com/php-angular), you have implemented the PHP and MySQL backend that exposes a REST API for working with an insurance database. Let's now create the Angular 7 backend.

In this tutorial, you'll learn how to use HttpClient to make HTTP calls to a REST API and use template-based forms to submit data.

Now that you've created the RESTful API with a PHP script, you can proceed to create your Angular 7 project.

**Installing Angular CLI 7**

The recommended way of creating Angular projects is through using Angular CLI, the official tool created by the Angular team. The latest and best version yet is Angular CLI 7 so head back to another terminal window and run the following command to install the CLI:

$ npm install -g @angular/cli

***Note****: This will install Angular CLI globally so make sure you have configured npm to install packages globally without adding sudo in Debian systems and macOS or using an administrator command prompt on Windows. You can also just fix your*[*npm permissions*](https://docs.npmjs.com/resolving-eacces-permissions-errors-when-installing-packages-globally)*if you get any issues*

**Generating a New Project**

That's it! You can now use the CLI to create an Angular 7 project using the following command:

$ cd angular-php-app

$ ng new frontend

The CLI will ask you if **Would you like to add Angular routing?** type **y** because we'll need routing setup in our application. And **Which stylesheet format would you like to use?** Select **CSS**.

Wait for the CLI to generate and install the required dependencies and then you can start your development server using:

$ cd frontend

$ ng serve

You can access the frontend application by pointing your browser to the [http://localhost:4200](http://localhost:4200/) address.

**Setting up HttpClient & Forms**

Angular provides developers with a powerful HTTP client for sending HTTP requests to servers. It's based on the XMLHttpRequest interface supported on most browsers and has a plethora of features like the use of RxJS Observable instead of callbacks or promises, typed requests and responses and interceptors.

You can setup HttpClient in your project by simply importing the HttpClientModule in your main application module.

We'll also be using a template-based form in our application so we need to import FormsModule.

Open the src/app/app.module.ts file and import HttpClientModule then ad it to the imports array of @NgModule:

import { BrowserModule } from '@angular/platform-browser';

import { NgModule } from '@angular/core';

import { HttpClientModule } from '@angular/common/http';

import { FormsModule } from '@angular/forms';

import { AppRoutingModule } from './app-routing.module';

import { AppComponent } from './app.component';

@NgModule({

declarations: [

AppComponent

],

imports: [

BrowserModule,

HttpClientModule,

FormsModule,

AppRoutingModule

],

providers: [],

bootstrap: [AppComponent]

})

export class AppModule { }

That's it! You can now use HttpClient in your components or services via dependency injection.

**Creating an Angular Service**

Let's now, create an Angular service that will encapsulate all the code needed for interfacing with the RESTful PHP backend.

Open a new terminal window, navigate to your frontend project and run the following command:

$ ng generate service api

This will create the src/app/api.service.spec.ts and src/app/api.service.ts files with a minimal required code.

Open the src/app/api.service.ts and start by importing and injecting HttpClient:

import { Injectable } from '@angular/core';

import { HttpClient } from '@angular/common/http';

@Injectable({

providedIn: 'root'

})

export class ApiService {

constructor(private httpClient: HttpClient) {}

}

We inject HttpClient as a private httpClient instance via the service constructor. This is called **dependency injection**. If you are not familiar with this pattern. Here is the definition from [Wikipedia](https://en.wikipedia.org/wiki/Dependency_injection):

*In software engineering, dependency injection is a technique whereby one object (or static method) supplies the dependencies of another object. A dependency is an object that can be used (a service). An injection is the passing of a dependency to a dependent object (a client) that would use it. The service is made part of the client's state.[1] Passing the service to the client, rather than allowing a client to build or find the service, is the fundamental requirement of the pattern.*

Also this is what [Angular docs](https://angular.io/guide/dependency-injection) says about dependency injection in Angular:

*Dependency injection (DI), is an important application design pattern. Angular has its own DI framework, which is typically used in the design of Angular applications to increase their efficiency and modularity. Dependencies are services or objects that a class needs to perform its function. DI is a coding pattern in which a class asks for dependencies from external sources rather than creating them itself.*

You can now use the injected httpClient instance to send HTTP requests to your PHP REST API.

**Creating the Policy Model**

Create a policy.ts file in the src/app folder of your project and the add the following TypeScript class:

export class Policy {

id: number;

number: number;

amount: number;

}

**Defining the CRUD Methods**

Next, open the src/app/api.service.ts file and import the Policy model and the RxJS Observable interface:

import { Policy } from './policy';

import { Observable } from 'rxjs';

Next, define the PHP\_API\_SERVER variable in the service:

export class ApiService {

PHP\_API\_SERVER = "[http://127.0.0.1:8080](http://127.0.0.1:8080/)";

The PHP\_API\_SERVER holds the address of the PHP server.

Next, add the readPolicies() method that will be used to retrieve the insurance policies from the REST API endpoint via a GET request:

readPolicies(): Observable<Policy[]>{

return this.httpClient.get<Policy[]>(`${this.PHP\_API\_SERVER}/api/read.php`);

}

Next, add the createPolicy() method that will be used to crate a policy in the database:

createPolicy(policy: Policy): Observable<Policy>{

return this.httpClient.post<Policy>(`${this.PHP\_API\_SERVER}/api/create.php`, policy);

}

Next, add the updatePolicy() method to update policies:

updatePolicy(policy: Policy){

return this.httpClient.put<Policy>(`${this.PHP\_API\_SERVER}/api/update.php`, policy);

}

Finally, add the deletePolicy() to delete policies from the SQL database:

deletePolicy(id: number){

return this.httpClient.delete<Policy>(`${this.PHP\_API\_SERVER}/api/delete.php/?id=${id}`);

}

That's all for the service.

**Creating the Angular Component**

After creating the service that contains the CRUD operations, let's now create an Angular component that will call the service methods and wil contain the table to display policies and a form to submit a policy to the PHP backend.

head back to your terminal and run the following command:

$ ng generate component dashboard

Let's add this component to the Router. Open the src/app/app-routing.module.ts file and add a /dashboard route:

import { NgModule } from '@angular/core';

import { Routes, RouterModule } from '@angular/router';

import { DashboardComponent } from './dashboard/dashboard.component';

const routes: Routes = [

{ path: 'dashboard', component: DashboardComponent }

];

@NgModule({

imports: [RouterModule.forRoot(routes)],

exports: [RouterModule]

})

export class AppRoutingModule { }

You can now access your dashboard component from the 127.0.0.1:4200/dashboard URL. This is a screenshot of the page at this point:

Let's remove the boilerplate content added by Angular CLI. Open the src/app/app.component.html file and update accordingly:

<router-outlet></router-outlet>

We only leave the router outlet where Angular router will insert the matched component(s).

Next, open the src/app/dashboard/dashboard.component.ts file and import ApiService then inject it via the component constructor:

import { Component, OnInit } from '@angular/core';

import { ApiService } from '../api.service';

@Component({

selector: 'app-dashboard',

templateUrl: './dashboard.component.html',

styleUrls: ['./dashboard.component.css']

})

export class DashboardComponent implements OnInit {

constructor(private apiService: ApiService) { }

ngOnInit() {

}

}

We inject ApiService as a private apiService instance.

Next, let's define the policies array that will hold the insurance policies once we get them from the server after we send a GET request and also the selectedPolicy variable that will hold the selected policy from the table.

export class DashboardComponent implements OnInit {

policies: Policy[];

selectedPolicy: Policy = { id : null , number:null, amount: null};

On the ngOnInit() method of the component, let's call the readPolicies() method of ApiService to get the policies:

ngOnInit() {

this.apiService.readPolicies().subscribe((policies: Policy[])=>{

this.policies = policies;

console.log(this.policies);

})

}

We call the readPolicies() which return an Observable<Policy[]> object and we subscribe to the RxJS Observable. We then assign the returned policies to the policies array of our component and we also log the result in the console.

*Note: The actual HTTP request is only sent to the server when you subscribe to the returned Observable.*

You should see the returned policies in your browser console. This is a screenshot of the output in my case:
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We'll see a bit later how to display these policies in a table in the component template.

Let's add the other methods to create, update and delete policies in our component.

createOrUpdatePolicy(form){

if(this.selectedPolicy && this.selectedPolicy.id){

form.value.id = this.selectedPolicy.id;

this.apiService.updatePolicy(form.value).subscribe((policy: Policy)=>{

console.log("Policy updated" , policy);

});

}

else{

this.apiService.createPolicy(form.value).subscribe((policy: Policy)=>{

console.log("Policy created, ", policy);

});

}

}

selectPolicy(policy: Policy){

this.selectedPolicy = policy;

}

deletePolicy(id){

this.apiService.deletePolicy(id).subscribe((policy: Policy)=>{

console.log("Policy deleted, ", policy);

});

}

**Adding the Table and Form**

Let's now add a table and form to display and create the policies in our dashboard component. Open the src/app/dashboard/dashboard.component.html and add the following HTML code:

<h1>Insurance Policy Management</h1>

<div>

<table border='1' width='100%' style='border-collapse: collapse;'>

<tr>

<th>ID</th>

<th>Policy Number</th>

<th>Policy Amount</th>

<th>Operations</th>

</tr>

<tr \*ngFor="let policy of policies">

<td>{{ policy.id }}</td>

<td>{{ policy.number }}</td>

<td>{{ policy.amount }}</td>

<td>

<button (click)="deletePolicy(policy.id)">Delete</button>

<button (click)="selectPolicy(policy)">Update</button>

</td>

</tr>

</table>

This is a screenshot of the page at this point:

Next, below the table, let's add a form that will be used to create and update a policy:

<br>

<form #f = "ngForm">

<label>Number</label>

<input type="text" name="number" [(ngModel)] = "selectedPolicy.number">

<br>

<label>Amount</label>

<input type="text" name="amount" [(ngModel)] = "selectedPolicy.amount">

<br>

<input type="button" (click)="createOrUpdatePolicy(f)" value="Create or Update Policy">

</form>

This is a screenshot of the page at this point:

Next, open the src/app/dashboard/dashboard.component.css file and the following CSS styles:

input {

width: 100%;

padding: 2px 5px;

margin: 2px 0;

border: 1px solid red;

border-radius: 4px;

box-sizing: border-box;

}

button, input[type=button]{

background-color: #4CAF50;

border: none;

color: white;

padding: 4px 7px;

text-decoration: none;

margin: 2px 1px;

cursor: pointer;

}

th, td {

padding: 1px;

text-align: left;

border-bottom: 1px solid #ddd;

}

tr:hover {background-color: #f5f5f5;}

This is a screenshot of the page after adding some minimal styling: